Exercise 1: Logging Error Messages and Warning Levels

Code

<project xmlns="http://maven.apache.org/POM/4.0.0"

        xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

        xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

 <modelVersion>4.0.0</modelVersion>

 <groupId>com.example</groupId>

 <artifactId>junit-demo</artifactId>

 <version>0.0.1-SNAPSHOT</version>

 <dependencies>

   <!-- JUnit 5 -->

   <dependency>

     <groupId>org.junit.jupiter</groupId>

     <artifactId>junit-jupiter</artifactId>

     <version>5.10.0</version>

     <scope>test</scope>

   </dependency>

   <!-- Mockito -->

   <dependency>

     <groupId>org.mockito</groupId>

     <artifactId>mockito-core</artifactId>

     <version>5.12.0</version>

     <scope>test</scope>

   </dependency>

   <dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>4.13.2</version>

<scope>test</scope>

</dependency>

<dependency>

   <groupId>org.slf4j</groupId>

   <artifactId>slf4j-api</artifactId>

   <version>1.7.30</version>

</dependency>

<dependency>

   <groupId>ch.qos.logback</groupId>

   <artifactId>logback-classic</artifactId>

   <version>1.2.3</version>

</dependency>

 </dependencies>

</project>

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class LoggingExample {

   private static final Logger ***logger*** = LoggerFactory.*getLogger*(LoggingExample.class);

   public static void main(String[] args) {

***logger***.error("This is an error message");

***logger***.warn("This is a warning message");

   }

}

Output

![](data:image/png;base64,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)

Exercise 2: Parameterized Logging

Code

package com.example;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class ParameterizedLogging {

   private static final Logger ***logger*** = LoggerFactory.*getLogger*(ParameterizedLogging.class);

   public static void main(String[] args) {

       String user = "Sayan";

       int loginAttempts = 3;

***logger***.info("User {} has attempted to log in {} times", user, loginAttempts);

***logger***.debug("Detailed debug log for user: {}", user);

   }

}

Exercise 3: Using Different Appenders

Code

<configuration>

   <appender name="console" class="ch.qos.logback.core.ConsoleAppender">

       <encoder>

           <pattern>%d{HH:mm:ss.SSS} [%thread] %-5level %logger{36} - %msg%n</pattern>

       </encoder>

   </appender>

   <appender name="file" class="ch.qos.logback.core.FileAppender">

       <file>logs/app.log</file>

       <encoder>

           <pattern>%d{yyyy-MM-dd HH:mm:ss} [%thread] %-5level %logger{36} - %msg%n</pattern>

       </encoder>

   </appender>

   <root level="debug">

       <appender-ref ref="console" />

       <appender-ref ref="file" />

   </root>

</configuration>

package com.example;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class MultipleAppenderExample {

   private static final Logger ***logger*** = LoggerFactory.*getLogger*(MultipleAppenderExample.class);

   public static void main(String[] args) {

***logger***.info("Logging to both console and file");

***logger***.warn("This is a warning with multiple appenders");

***logger***.error("Error message written to both outputs");

   }

}